**Experiment No: 4 Date:**

**Aim: To study fundamentals of Operator Overloading**

**Theory:**

Operator overloading in C++ allows you to define and redefine the behavior of operators for user-defined data types. This means you can use operators like `+`, `-`, `\*`, `/`, etc., with your own custom classes or data structures.

1. **Syntax**: To overload an operator, you define a function with the keyword `operator` followed by the operator you want to overload. For example, `operator+` overloads the `+` operator.

returnType operator symbol (parameters);

2. **Predefined Operators** : Some operators cannot be overloaded. For example, `.` (member access) and `::` (scope resolution) cannot be overloaded.

3. **Unary vs Binary Operators**:

- Unary operators like `++`, `--`, and `-` take one operand.

- Binary operators like `+`, `-`, `\*`, etc., take two operands.

4. **Return Type**:

- The return type of an overloaded operator depends on the operator being overloaded.

- For example, `operator+` for integers returns an integer, but you can define it to return any valid type.

6. **Overloading for Custom Classes**:

- You can overload operators for any custom class you define.

- This allows you to define meaningful operations for your specific data types.

7. **Operator Overloading and Friend Functions**:

- Sometimes, you might need to access private members of a class in an overloaded operator that involves another object of the same class. In such cases, you can use friend functions.

[A] Write a C++ program to understand overloading of unary prefix & postfix operators to perform increment and decrement operations on objects.

#include<iostream>

using namespace std;

class temp{

int num;

public:

temp(){

num = 0;

}

temp(int \_num){

num = \_num;

}

temp operator ++(){

++ num;

temp cpy(num);

return cpy;

}

temp operator --(){

-- num;

temp cpy(num);

return cpy;

}

temp operator ++(int){

num ++;

temp cpy(num);

return cpy;

}

temp operator --(int){

num --;

temp cpy(num);

return cpy;

}

void display(){

cout<<num<<endl;

}

};

int main(){

temp a(23),b;

++a;

a.display();

a++;

a.display();

--a;

a.display();

a--;

a.display();

b = a++;

b.display();

}

**Output:**

![](data:image/png;base64,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)

[B] Write a C++ program to understand overloading of binary operators to perform the following operations on the objects of the class:

i. x = 5 + y

ii. x = x \* y where x & y are objects of the class

iii. x = y - 5

#include<iostream>

using namespace std;

class temp{

int num;

public:

temp(){

num = 0;

}

temp(int \_num){

num = \_num;

}

temp operator \*(temp y){

temp cpy;

cpy.num = num \* y.num;

return cpy;

}

friend temp operator +(int a, temp b){

temp cpy;

cpy.num = a + b.num;

return cpy;

}

temp operator +(int a){

temp cpy;

cpy.num = num + a;

return cpy;

}

void display(){

cout<<num<<endl;

}

};

int main()

{

temp x(20), y(10);

x = 5 + y;

x.display();

x = x \* y;

x.display();

x = y + 5;

x.display();

}

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAABfCAYAAADRXZS8AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAABfaVRYdFNuaXBNZXRhZGF0YQAAAAAAeyJjbGlwUG9pbnRzIjpbeyJ4IjowLCJ5IjowfSx7IngiOjE0NCwieSI6MH0seyJ4IjoxNDQsInkiOjk1fSx7IngiOjAsInkiOjk1fV19ZClvjAAABGNJREFUeF7t3U0oP1scx/Hj3lAeIg9bEiIpC0qWFgpRFmRpSbHHQq4VFpSi2HjYSLGnbCw8bFjYiIiysbCmrO7t+70zv4v87/C9v3FnxvtVv878xsTCp/Mw55xORl5e3p8OMPjNK4EvIzwwIzwwIzwwIzww+9Roq7S01HV1dbnW1lZXVlam92ZmZtze3p5ev7e8vOxqa2u9b29dXl66oaEh7xviLLDmaWlpcdvb225gYCAVnM+6v7/XsLz+PDw8eD9F3AWGp6CgwD0/P7uTkxM3Pj6uAfiszc1NrWVef6ampryfIu4Cw3N2duY6Ozs1OBIgwBcYnsfHR+/KpqamxrW3t2uJZAl1tDU2NuZWVlZSpXSkpQ+FZAg1PNI/2t3d1eZO+k0yApuYmNDRG+IvlPBsbGy4wcFB7SDPzs5qf0lGa9IE5uTkuP7+fu9JxFko4ZGa5urqyvv2NwnO6empXldXV2uJeAu12Xrv9vZWy+zsbC0Rb2kPz8LCgjs4OHCjo6PenX/U1dVpyYvCZEh7eK6vr7Vsamp6MzyXUVZzc7NeX1xcaIl4C5zbkn+6dHZ9MkUhnV6ZepARlJAOsv8CUUZSc3NzqakM/420P9flv6lG/P2elZX1h3f9ofr6etfT0+NKSkr0k5mZqfdl2sK/Jx3hm5sbvS+BOjw8dPn5+a6wsNCVl5frMxK24+NjpicShDXMMPvW0RaShfDAjPDAjPDAjPDAjPDAjPDAjPDAjPDALDL7tvr6+lx3d3fq95+fn7utrS0W3UdYYM3zHfu2ZPnG8PCw/n55RhaONTQ0uOnpadY8R1hgeMLetyXLNjo6OvR6aWlJn5FayK9xXs/oI1oCwxP2vq22tjYtpZmSGs43Pz+fWjRP7RNNgeEJe9+Wv57ZX0Tmk78rzZ5obGzUEtES6mjrM/u2/PXMsh5IOuYjIyPabIm7uzstc3NztUS0hBoe6R99Zd+WbMnp7e3VzjNNVfSFEh7rvi1qmHgJJTxS01j2ba2urrqdnZ03a6IRXaE2W+99tG/r5eVFy6qqKg3Y4uKiW1tb03sVFRVaPj09aYloSXt4vrpvyx9lfVQb+S8l5XUBoift4fnqvq39/X0t5Y2yP8oSk5OT2j+S2ogmLJoisW9Lain/LbM8X1xcnBqR/dscGv5fkdi3dXR05DIyMlxRUZGrrKzUUZe8cV5fXyc4Eca+LZh962gLyUJ4YEZ4YEZ4YEZ4YEZ4YEZ4YEZ4YEZ4YBaZfVuIn8CaRyZGOW8LHwkMD+dt4VcCw8N5W/iVwPDIYqz/ImjfFuIr1NEW520lW6jhkf4R520lVyjh4bytnyGU8EhNw3lbyRdqs/Ue520lS9rDw3lbP0faw8N5Wz9HJPZtIZ44bwtm7NuC2beOtpAshAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdmhAdGzv0Fw7Fvm1FbC08AAAAASUVORK5CYII=)**

[C] Write a C++ program to overload binary stream insertion (<<) & extraction (>>) operators when used with objects.

#include<iostream>

using namespace std;

class temp{

int num;

public:

temp():num {0}{}

temp(int n):num {n}{}

friend istream& operator >> (istream &in, temp &n){

in >> n.num;

return in;

}

friend ostream& operator << (ostream &out, temp &n){

out << n.num;

return out;

}

};

int main()

{

temp a,b = 10;

cout<<"Enter a number : ";

cin>>a;

cout<<"a= "<<a<<endl;

cout<<"b= "<<b<<endl;

return 0;

}

**Output:**

**![](data:image/png;base64,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)**

[D] Write a C++ program using class string to create two strings and perform the following operations on the strings

i. To add two string type objects (s1 = s2 + s3) where s1,s2,s3 are objects

ii. To compare two string lengths to print which string is smaller & print accordingly.

#include<iostream>

#include<string.h>

using namespace std;

class STRING{

string string\_content;

public:

STRING():string\_content{}{}

STRING(string str){string\_content = str;}

friend STRING operator +(STRING str\_1, STRING str\_2){

STRING return\_string;

return\_string.string\_content = str\_1.string\_content + str\_2.string\_content;

return return\_string;

}

friend ostream& operator << (ostream &out, STRING &str){

out << str.string\_content;

return out;

}

bool operator ==(STRING str){

return string\_content == str.string\_content;

}

};

int main()

{

STRING a ("Hello "), b ("World") ,c;

cout<<a<<endl;

cout<<b<<endl;

c = a + b;

cout<<c;

}

**Output:**

**![](data:image/png;base64,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)**

[E] Write a C++ program to create a vector of ‘n’ elements (allocate the memory dynamically) and then multiply a scalar value with each element of a vector. Also show the result of addition of two vectors.

#include<iostream>

#include<stdlib.h>

#include<string.h>

using namespace std;

class Vector{

int \*elements\_ptr;

int len;

int curent\_pos;

public:

//default constructor

Vector():len{0},curent\_pos{0}{

elements\_ptr =NULL;

}

//initialize memory

Vector(int n):len{n},curent\_pos{0}{

elements\_ptr = new int[n];

}

//delete the vector

~Vector(){

delete[] elements\_ptr;

}

//add an element to the vector to at the top position

void push(int element);

//pushes the whole array of elements

void multi\_push(int \*arr,int n);

//overloading = operator to copy a object and uses deep copying

void operator =(Vector vec );

//multiplies all the elements of the vector by a constant

Vector operator \*(int constant);

//adds 2 vectors

Vector operator +(Vector vec);

//display function

string display();

};

void Vector :: push(int element){

if(len == curent\_pos){

if(len == 0)

len = 1;

len\*=2;

int \*tmp\_ptr = new int[len];

for(int i = 0; i<curent\_pos; i++){

tmp\_ptr[i] = elements\_ptr[i];

}

delete[] elements\_ptr;

elements\_ptr = tmp\_ptr;

}

elements\_ptr[curent\_pos] = element;

curent\_pos ++;

}

void Vector :: multi\_push(int arr[], int n = 0){

int i = 0;

while(i<n){

this->push(arr[i]);

i++;

}

}

void Vector :: operator =(Vector vec){

delete[] elements\_ptr;

len = vec.len;

curent\_pos = vec.curent\_pos;

elements\_ptr = new int[len];

for(int i = 0; i<curent\_pos; i++){

elements\_ptr[i] = vec.elements\_ptr[i];

}

}

Vector Vector :: operator \*(int constant){

Vector tmp(len);

for(int i = 0; i < curent\_pos; i++){

tmp.elements\_ptr[i] = elements\_ptr[i] \* constant;

tmp.curent\_pos ++;

}

return tmp;

}

Vector Vector :: operator +(Vector vec){

int i;

Vector tmp;

for (i = 0; i<curent\_pos && i<vec.curent\_pos; i++){

int sum = elements\_ptr[i] + vec.elements\_ptr[i];

tmp.push(sum);

}

while(i <vec.curent\_pos){

tmp.push(vec.elements\_ptr[i]);

i++;

}

while(i <curent\_pos){

tmp.push(elements\_ptr[i]);

i++;

}

return tmp;

}

string Vector :: display(){

string str ="";

for(int i = 0; i<curent\_pos; i++){

str = str + to\_string(elements\_ptr[i]) + ",";

}

str = str + "\0";

return str;

}

int main()

{

Vector a(9),b(5),c;

int arr1[] = {1,2,3,4,5,6,7,8,9};

int arr2[] = {1,3,5,7,9};

a.multi\_push(arr1,sizeof(arr1)/sizeof(arr1[0]));

b.multi\_push(arr2,sizeof(arr2)/sizeof(arr2[0]));

cout<<"Vector 1: "<<a.display()<<endl;

cout<<"Vector 2: "<<b.display()<<endl;

c = a + b;

cout<<"Sum of vector a and b: "<<c.display()<<endl;

c = c \* 2;

cout<<"Multiply vector c by 2: "<<c.display()<<endl;

}

**Output:**
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**Conclusion:** The concept of operator overloading was undrestood and implemented in the programs above.

**Nitesh Naik**
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